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Abstract: As security flaws can result in considerable financial losses in rework and a bad reputation due to subpar 
web apps, there is a growing area of the security of web applications. Online application security is becoming more and 
more of a concern since security holes can cost a lot of money in rework and damage the reputation of a business 
because of poor online applications. Poor modelling and design processes that neglect to model and create essential 
logging requirements and data validation security features and apply them haphazardly during development are the root 
cause of SQL Injection attacks and sensitive data exposure, among other types of attacks. Throughout the software 
development life cycle, specification languages are used to describe the security requirements for secure logging and 
data validation. To counteract attacks involving the sensitive data exposure, the specification languages do not, 
however, include detailed particular security requirements for secure logging and data validation. Additionally, this 
research project offers RealSpec security extension to detect SQLI attacks and sensitive data exposure. Early in the 
requirement analysis and design process, the goal of this effort is to define, record, and validate security requirements 
and integrate security throughout software development. To transform specification from design to implementation 
level a custom compiler is then used to convert the requirements into C++ code. The suggested method then compares 
the C++ code to attack patterns; if an attack is found, the system throws an exception.   
   
Keywords: security feature; security requirements; model-driven security; MDS; evaluation framework; secure 
auditing; secure logging; specification languages; SQL Injection; data validation.  
 
1  Introduction  
The use of software systems in our daily lives has grown more and more necessary. A software system or logs include users' 
private and sensitive information, making it possible for even a minor security flaw to reveal sensitive data (Sharma, 2020; Van 
den Berghe et al., 2017). Careful security engineering in overall system design is frequently disregarded, according to an 
examination of current software development methods (Jürjens, 2002; Hayati et al., 2008). Post-hoc security need additions 
lead to poor integration with other system requirements (Hayati et al., 2008), which lowers the quality of the resultant software 
system (Bagale et al., 2021). If the security needs are clearly established in the system analysis and design phases, together with 
other system requirements, high software maintenance costs can be avoided (Khwaja and Urban, 2002). According to Khwaja 
and Urban (2002), the post hoc approach also results in an incompatibility of design and implementation models and unfulfilled 
security needs. Growing business demands are a concern that is associated with software issues, namely security issues (Zeyun 
and Dawood, 2016; Vashishtha and Dhawan, 2023). The developers are hesitant to select a suitable formal security model in 
this rigidly market-driven context since it takes a lot of learning (Ghozali et al., 2022a, 2022b). Since developers aren't security 
experts, they need to know how to model both fundamental and complex security requirements by choosing the right model 
and tool chain (Vashishtha and Kapoor, 2023). The concept of modeldriven security (MDS) has been the focus of research 
for the past ten years. It incorporates security into the overall design of a system (Jürjens, 2002; Hayati et al., 2008; Khwaja 
and Urban, 2002; Lucio et al., 2014; Memon et al., 2008; Fernández et al., 2006; Hochreiner et al., 2015; Ghozali, 2022; Ocoró 
et al., 2023). By defining security requirements as a high-level abstraction rather than a particular platform-related 
implementation, which is subsequently translated into platform-specific models, MDS additionally offers platform 
independence (Hochreiner et al., 2015).  
A web application’s framework display shows how it functions, and its unique features; a danger indicates the strength and 
resources of the attackers; and a security feature describes the web application’s behaviour as the engineers designed it (Saleh 
et al., 2021; Priscila et al., 2023). If a security feature such as data validation is applied during early design phase it can counteract 
sensitive data exposure and Structured Query Injection (SQLI) attack. These are a primary objectives of security feature 
framework (SEFF) (Khwaja et al., 2020; Sharma and Sharma, 2021a, 2021b). Sensitive data exposure demonstrates that users' 
confidential and private details, like location information, photos, login passwords, or other documents stored on a website or 
a mobile device  of the user, may be released in an unwanted manner. The top ten list of Open Web Application Security 
Project (OWASP) vulnerabilities includes sensitive data disclosure. An attacker may purposefully or unintentionally leak 
sensitive data through a poorly programmed application (Zhu et al. 2011). Tom-Skype (Zhu et al. 2011) is a text writer that 
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creates temporary duplicates of data, which can reveal sensitive information. TaintEraser (Zhu et al. 2011) is a prevention 
method for preventing secret information from being exposed. TaintEraser tracks tainted sensitive data and replaces it with 
random bytes for export to the network and local file system using applicationlevel dynamic taint monitoring. It preserves a 
hidden list of kernel-level tainted elements in user space to keep track of which file is open. The user must, however, manually 
identify confidential data in the beginning, which is a limitation of such a mitigation method. The SQL injection attack is 
lanched through the Web application, with the intruder inserting specially crafted user input into SQL queries to get data from 
the database (Gu 2020; Bisht et al. 2010; Pham and Subburaj 2020; Nikiforakis et al, 2011).  
  

 
  
This thesis only addresses tautology and error-based SQLIA; modifications can address other versions. SQLIA tautology is 
depicted in Figure 1. SQLIA based on errors. One potential SQLI approach is to utilize a template for the query in SQL that 
the user will accept (Wang et al. 2019). SQLCheck (Gu 2020), CANDID (Bisht et al. 2010), Pham and Subburaj provided 
classification methodology (Pham and Subburaj 2020) and DIAVA (Gu 2020) proposed multi-level regular expression method 
to identify SQLIA are additional techniques to prevent SQLI attacks. This thesis also specifies security requirements in 
RealSpec (Khwaja 2009; Khwaja 2015; Khwaja 2002). RealSpec is executable specification language for embedded systems.   
 
The organisation of  this  paper  is  as follows: Section 2 proposes a security requirements to prevent SQLI attack and sensitive 
data exposure. Section 3 proposes a solution to model security requirements at analysis and design phases. Section 4 provide 
a custom tool to transforms the RealSpec (Khwaja, 2009) security specification to C++ code at implementation phase and 
testing of the C++ code is also performed and in case attack is detected then an exception is thrown. Section 6 concludes the 
paper.  
  
2 Security Requirements to detect SQLI and Sensitive Data Exposure   
We established a SEFF in our earlier research (Khwaja et al., 2020) to assess security aspects in programming languages. For 
programming languages, SEFF offers an extensive feature set of security measures. We aim to measure the effect of a 
programming language of choice on the security of software written in that language. If such a factor exists, software engineers 
or their managers may take it into account when selecting the programming system to use for a certain task. This information 
could help with risk reduction and more efficient use of resources (Khan et al., 2019). There are various reasons to believe 
that the characteristics of a programming language may have an impact on the security of applications written in that language 
(Uddin et al., 2022). The study has shown that type systems, for example, are able to statically identify (and thereby prevent, 
by preventing the compilation of certain types of faults). Static typing, in general, can highlight flaws that could be potentially 
hidden until they were used in a dynamically typed language. Furthermore, one language's standard frameworks might be easier 
to use than another, which would reduce their mistake rate (Alarood et al., 2022).  
With the use of an updated exception resolution system, developers might be able to identify dangerous circumstances and 
avoid them (Rani et al., 2021). However, the distinctions among programming languages extend well beyond the scripts 
themselves (Ullah et al., 2020). Every language has its own society, and these societies may have distinct values and beliefs. 
Therefore, our goal is to determine whether language choice affects the application's overall security in a quantifiable way. If 
this is the case, it could be useful to determine whether a specific weak point is better addressed by one language over another 
(Sharma et al., 2021). Should this be the case, authors may focus their attention on the classes for which their programming 
style does not offer sufficient support, and they may become less concerned about the classes for which data show a strong 
dialect (Mast et al., 2021). UMLsec (Jürjens, 2002; Hochreiner, et al., 2015) were the first to introduce security notations into 
software specifications and designs in 2001 by extending the standard UML profile, and it also provides a baseline for 
comparison with other notations (Hochreiner et al., 2015). UMLsec uses UML diagrams, stereotypes, tags, and constraints in 
modelling security requirements such as user authentication support, input validation, access control, database query security, 
type system, and partial support of log message control. UMLsec models secure auditing using a state chart diagram, providing 
log entry accountability (Hochreiner et al., 2015). Even though UMLsec provides comprehensive security feature coverage 
(Khaled, 2021). SysML-sec (Roudier and Apvrille, 2015), Secure Descartes (Inukollu and Urban, 2020), UMLsec (Jürjens, 2002;  
 
Hochreiner, et al., 2015; (Jürjens and Shabalin, 2005); Hayati et al. (2008); S-Promela (Abbassi and El Fatmi, 2009); SecureSOA 
(Rafe and Hosseinpouri), 2015);Ponder (Naqvi et al., 2006) are some of the executable specification languages that provide 

  

  
Figure    1  Structured Query Injection attack   
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security requirements in analysis and design phases. However, the mapping from SEFF and detailed security features and sub-
features are not modelled by any of the mentioned specification languages.  
 
In order to assess the security capabilities of specification languages, this section suggests using secure auditing, a security 
requirement extracted from SEFF (Khwaja et al., 2020) (Tripathi and Al-Shahri, 2023). Early in the development process, a 
specification language that covers all security requirements thoroughly can aid in the formulation of accurate, thorough, and 
consistent security requirements, which can improve software design and implementation (Khwaja, 2009). A complete set of 
security features that are abstracted to the specification language framework are provided by using the SEFF framework for 
programming languages as a baseline. This also helps close gaps in the transformation of abstracted specification features into 
some platform-specific programming language (Basha and Sivakumar, 2020). As a result, a clear relationship between security 
requirements and security features may be found.   
 
Error handling and log file protection and data validation security features and its subfeatures in Table 1 are extracted from 
(Khwaja et al., 2020) which show the possible attacks that are mitigated if a certain feature is applied. Table 1 comprises four 
columns. The security elements and sub-features from (Khwaja et al., 2020) are listed in columns 1 and 2. Column 3 show 
security requirements mapped in RealSpec and column 4 indicates the attacks mitigated.  
 
In Table 2, security features mapping to abstract security requirements is shown. Column 1 and Column 2 shows features and 
sub-features from SEFF. Column 3 is justified by Column 4 to determine whether it can or should be included at the modelling 
level or not. Column 5 is the name of abstracted security requirement.  
  

Table 1 Security Features that mitigate SQLI attack and Sensitive Data Exposure 
     
Feature  Sub-Feature  Security Requirements Mapped in the 

case study  
Attacks 
Mitigated  

Error Handling 
and Logging 
Protection  

Error Handling 
and Logging 
Protection  

This feature is specified using logfile resource  Sensitive 
Data 
Exposure  

 Log  
Information  
Level  

This feature is specified using log file 
severity level   

Sensitive 
Data 
Exposure  

 Error Message 
Control  

This feature is specified by verbosity 
control of error message using roles and 
privileges for error messages  

SQLI,  

Input Validation  Database  
Query Security  

This feature is specified using 
database resource and validating user 
input against SQLI attack pattern.  

SQLI  

 User Input 
Security  

By data validation operator net and pattern 
matching  

SQLI  

 

Input Buffer Size 
Check  

This feature is specified by verifying 
buffer limit and an exception is thrown 
in case buffer limit has been crossed.  SQLI  

Table 2: Security feature mapping 

Security 
feature  

Security sub-
feature  

Abstracted 
for 
modelling?  

Reason  Security 
requirement  

Error 
handling 
and  

Log file 
protection  

Yes  Logging is used for accountability and record-keeping (Fernández et al., 
2006). It can be specified as:  

Secure 
auditing  

logging 
protection  

  • Graphical notation using class diagrams (Hochreiner et al., 2015)    
  

• Audit constraints as (Fernández et al., 2006) or custom-made grammar 
(Sommestad et al., 2012)    

 

 Log message 
control Error 
message 
control  

Yes  
Yes  

Log message control stores information in logs based on the severity 
level, such as information, debug, trace, warning, and error (Li et al., 
2018). Message control is essential to abstract logs, as studies have shown 
that  developers do not log with appropriate severity levels (Li et al., 
2018). It can be specified as:   

• Log message control using a graphical notation, such as using the log 
method of logger class    
(Hochreiner et al., 2015)    

Log message 
control  

Error message 
control 



760 S-RealSpec: A Security Extension to Detect SQLI attack and Sensitive Data Exposure  
 

Kurdish Studies 

  
• Constraints limit the information to be stored in the logs (Hochreiner et al., 
2015).    
Error message control means controlling the verbosity of an error message. 
Some error message details can guide the attacker to exploit the possible 
values for the wrong entry. Error message control modelling can help 
identify and specify these controls as constraints, like the log message 
control feature. It can be specified as:  

• A low verbose error message constraint for a specific role and a verbose 
error message for a developer or authorized user.  

Input 
validation  

Database query 
security  

Yes  Database query security is essential because tainted user input can lead to 
SQLI. Database query security     
modelling can prevent SQLI from properly constructing database 
queries using specification language construct for the query, along with 
rules for correct query formation (Hochreiner et al., 2015). It can be 
specified as:  

• Prevention of XSS and SQLI tags (Hochreiner et al., 2015).  
• Constraints defining denylists features of SQLI, XSS attacks, or safelists of 
acceptable inputs.  

 Database 
Query 
Security  

 User input 
security  

Yes  Modelling input validation ensures the system operates on correct and 
meaningful input (Inukollu and Urban, 2020). It can be specified as  
• Safelist and denylist constraints for user input (Hayati et al., 2008; 
Sommestad et al., 2012).  

Input 
validation  

 Input buffer 
size check  

Yes,  Checking buffer boundary limits before taking input from the user is a must. 
It can be specified as  

• Attack prevention mechanism as (Sommestad et al., 2012)    
  

• Constraint to check bounds and then throw an exception  

Buffer limit 
access 
prohibition  

 

 
Table 3 shows the security feature is fully supported, partially supported or not supported by above mentioned 

specification languages. 
  
4  Specification of security features that detect SQLI attack and Sensitive Data Exposure   
RealSpec defines Log File as a resource as a shown in Table 4.1. The first of the three inputs for  the logfile are 
encryptionStatus, which is followed by pol and severityLevel. For instance, to ensure thread safety in a concurrent 
environment, pol is a policy specified for mutex resources, severityLevel of the log is used to select the level of 
information to be stored in log files, and encryptionStatus is required to figure out whether the log file is encrypted. 
Currently, two policies are supported: the default policy, which uses first come, first served (FCFS), and the priority 
system, that uses the thread's priority. ERROR, WARNING, TRACE, DEBUG, INFO, ALL, and OFF are only some 
of the severity levels of logs that the log4Net and Log4j programming language libraries provide. Internally, a logfile is 
described as a list resource. Moreover, there is an index which is used to hold a curser point where a file can be read 
from and in case of write mode the index is set to 0 that means index is set at starting position of the file. Algorithm1 
and Algorithm 2 show secure auditing write and read function respectively.  
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Table 4.1 Log File Signature 

Signature  Logfile (bool encryptedStatus, int pol, int 
severityLevel)  

System 
variables  

  

Private 
variables  

list ldisk=[];  
bool status= encryptedStatus;  
int index; mutex file(pol); 
list qlist; generic input; 
generic buffer;  

User 
variables  

  

User 
functions  

int open (int mode);  
generic operator 
<< (generic input, 
generic p); generic 
operator>> 
(generic buffer); 
bool isEncrpted(); 
bool fileSize();  
generic loglevel (int severity);  

    
Algorithm 1 Secure Auditing Write function  
  
Require: ldisk is log file, ldisk is a mutex file to check mutual exclusion while write operation to ldisk, encryption 
status checks encrypted text or plain text, index variable to check current location to read a file, eod to show end 
of file  
Ensure: mutual exclusion while write operation, encrypt the log statement if the log is stored in encrypted form.  

 
Start  
Initialize ldisk to logfile  
While index !=eod do  
For each ldisk open in write mode do Lock ldisk  
If ldisk is encrypted  
Write ldisk in encrypted form  
Else  
Write ldisk  
End if  
Unlock ldisk  
End While  

 
  
Algorithm 2 Secure Auditing Read function    
Require: ldisk is log file, encryption status checks encrypted text or plain text, index variable to check current  
location to read a file while read operation to ldisk, eod to show end of file.  
Ensure: decrypt the log statement if the log is stored in encrypted form, Start  

   
Initialize ldisk to  
logfile  
While index !=eod do  
For each ldisk open in read mode do If ldisk is 
encrypted Decrypt ldisk read ldisk Else  
Read ldisk End if  
End While   
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Table 4.2 Specification of Error Message Control 

Signature  SecureErrorMessage ()  

System variables    

Private variables  List Policy1  

User variables  String role int 
username int actions 
generic object  

User functions  Bool isAuthorizedUser() 
generic 
CheckMessageVerbosity()  

  
 Secure Auditing and Log Message Control specification in RealSpec  

 
Resource logfile (bool encryptionStatus, int pol, int severityLevel){ 
List ldisk = []; 
int index; 
int encrypted = encryptionStatus; 
int keysize = 128; mutex file(pol); list qlist=[]; 
int initLevel; 
int open (int mode, int severityLevel) = reinitialize () 
where { 
reinitialize() = case mode of { 
WRITEONLY: CheckSeverity(SeverityLevel); 
Default: READ_ONLY() 
where{ 
qlist = if ldisk !=nil then ldisk; READ_ONLY()= qlist; 
} 
} 
} 
generic checkSeverity(int SeverityLevel) = Severity 
where{ ldisk=[]; index =0; 
Severity= case severityLevel of {  
ALL: initLevel=int.MAXLEVEL;  
FATAL:   initLevel=100;  
ERROR: initLevel=200; 
WARNING: initLevel=300  
INFO: initLevel=400; 
DEBUG: initLevel=500;  
TRACE: initLevel=600;  
Default: initLevel=0; 
} 
} 
int fileSize(generic p) = (size asa file.lock(p)) asa file.unlock() 
where{ 
size asa dis==nil 
where { 
size= 0 fby size + length(hd(dis)); dis= ldisk fby tl(ldisk); 
} 
} 
 
Bool isEncrypted()= encryptedStatus; 
generic operator << (generic input, generic p) = ((write () fby msg) asa file.lock(p)) asa 
file.unlock() where{ 
write() = TRUE 
where { 
ldisk = if isencrypted() && input.size<=initLevel then ldisk <> [% encrypt (input, keysize) %] else if 
input.size<=initLevel && !isencrypted()ldisk <> [% input %] else printMsg; 
index = index + 1; 
where { 
printMsg= ”input is verbose, severity level ^ mkString (SeverityLevel) ^ number of character allowed be 
written are ^ mkstring(initLevel } 
} 
} 
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generic operator >> (generic p) =(read() asa file.lock(p)) asa file.unlock() 
where { 
read()= buffer asa ldisk==nil 
where{ 
buffer = if isencrypted then decrypt(hd(dis), keysize) 
else hd(dis); dis= ldisk fby t1(ldisk) 
} 
} 
 
Explanation  
Read(>>) and write (<<) operators are overloaded for the logfile. The open function accepts the  mode, such as read 
or write mode, and performs the function based on the defined mode. When a logfile is opened, the open function 
mode parameter is passed to the open function to check if the file is opened for read or write. Mode variable takes 
constant values such as WRITE_ONLY and READ. Function open( int mode, int severityLevel) checks if the mode 
is WRITE_ONLY, then the logfile contents are wiped, and the index pointer is set to 0. The severityLevel shows  which 
logging level should be applied as logging everything can exhaust system resources, and logging too less can complicate 
debugging. Thus, the recommended level of logging is information. The multithread-safe logfile write() and read(>>) 
methods are provided by employing the mutex resource. The logfile is overloaded for both << and >>. When a thread 
locks the logfile while writing to the disc, the write () operator writes a string to the logfile. The logfile  ldisk is also 
unlocked soon after the thread finishes writing to it. The operator first finds whether  the logfile, ldisk, is encrypted. 
Subsequently it encrypts the input string using keysize. Lastly, it upgrades the logfile, ldisk, by converting the input 
variable into a list using the list operator [%%] and appending to the end of the ldisk using the append operator. <>. 
Lastly, the index pointer is updated by 1. The highlighted area shows the immutability feature preventing race 
conditions, thereby preventing TOCTOU. Function CheckSeverity(int initLevel) checks the severity of a message to be 
stored in a log file. The variable initLevel is assigned with an allowed number of characters to be stored in a log file. This 
specifies the log severity level.  
In RealSpec, log message control is shown by severity level case statement where fatal where fatal mode can store 100 
characters, error stores 200 characters, warning shows 300 characters, info stores 400, debug stores 500 characters, 
trace store 600 characters.  
  
Algorithm 3 Secure Error Message  
  

 
Require: List policy to store organization policy, r is role, level is number of words to control message wordiness, m is 
the error message, E is the total number of epochs.  
  
Ensure: each role is assigned with a specific message wordiness level to control message verbosity  
  

 
Start  
Initialize policy to OrganizationPolicy  
For each epoch e= 1 to E  
If r is authorized user for level on m  
Show level number of words from m to r  
Else  
      Show error message  
End if  
End for  

 
  
Secure error message specification in RealSpec  

 
System SpecifyErrorMessageControl{ Resource { 
List Policy1; 
} 
Process { 
ControlErrorMessageVerbosity(); 
} 
} 
Resource Policy (string userName, int roleName, int permission, generic Obj) { 
string role=userName; int Subject=roleName; int Action= permission; generic object=obj; 
bool isAuthorizedUser(int actor, int perm, generic obj) = CheckPolicy() 
where{ 
CheckPolicy()=if checkPolicyExist(actor, action, object) then true else 
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False; 
} 
Process ControlErrorMessageVerbosity () { Generic CheckAction()= if 
Policy1.isAuthorizedUser(Policy.RName,Policy.Action,Policy.Obj) then PrintMsg else throw InvalidActionException(); 
Where { 
PrintMsg= mkstring(RName)^ “Authorised User can see verbose error messages” 
} 
Exception InValidException()= Message Where{ 
Message= “Invalid Action”; 
} 

  
Explanation  
In RealSpec, a secure error message can be specified as an object, and an authorised actor can get permission to 
see a lengthy error message and an unauthorised user can only see a less informative error message. Here, a SP is 
created to specify a secure error message (Table 5).  
 

Table 4.3  Execution 

 t0   t1    t2  

 
  

 

 

 
  

 
 

Sam authorised user can see verbose error 
messages  

Ali authorised user can see verbose error 
messages  

 Invalid action  

 
Specification of Data Validation in RealSpec  
RealSpec defines data validation as a resource as a shown in Table 4.4. There are two user variables and two processes 
one input validation and one is output validation. Process InputValidation() has one operator net dataSanitization() that 
detects SQLI pattern such as 1==1 in the input and if found it throws error message. RealSpec specification of data 
validation is given below.  
 

Table 4.4 Specification of Data Validation Resource 

Signature  DataValidation ()  

System variables    

Private variables    

User variables  String input;  
  

User functions  generic dataSanitization(generic query)   

  

 
Algorithm 4 Input Validation 

  
Require: I is user input, p is the pattern to find in the input, E is the total number of epochs, q is a query  
Ensure: regrex find P in I  

 
Start  
Initialize I with user input q  

         For each Epoch e=1 to E do  For each where clause do  
Find P in user input  
If found then attack print attack message  
Else print output  
End if  
End for  
End for  

 
In Figure 4.1, user gives an input the web application checks for the input and finds out if there is some pattern that 
matches with SQLI attack pattern then if the pattern is found then the web browser throws an exception otherwise the 
request is processed.  Specification of InputValidation in RealSpec  
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System DataValidation {   
Processes  
 { InputValidation;   
}  
}  
             Process InputValidation() {int num1, num2, x; String input;  
// sqli detection function  
          Bool dataSanitization (string input)= sanitize  
where{ pattern =  
(“.*\\b(OR|WHERE|1==1|tr 
ue==true)\\b.*”);  
sanitize= if match(input, pattern) then sqliDetectionMsg() else printMsg;  
where{  
sqliDectectionMsg()= "Invalid input: SQL injection tautology detected." printMsg= "no SQLI detected";  
}  
}  
// exception  
Exception  
InvalidDataException=..  

 
  
Testing  
The process InputValidation(), if input is given by illegitimate user as “1==1-- ana OR” then the output will be 
displayed as Invalid input: SQL injection tautology detected if select ename from employees where id==001 is given 
then no SQLI detected is shown..  
 
4.5. Bound Access Prohibition  
The input buffer or output buffer can be represented by a list in RealSpec and If accessing passes the bounds it will result in 
nil. This is shown in table 4.4 BoundCheckList is a list resource. The system BufferBoundCheck has one private variable and 
one user variable input. It has two operator nets BoundCheck() and addToList(). The addToList() adds items to the list as 
soon as asa the buffer reaches to nil. The operator asa will evaluate the right-hand side first. This means the buffer bound is 
check first for its limit and then items are added to the list. This operator <> appends the input to the BufferCheckList by 
first converting input to the list item using [% %] and if the list reaches its limit then exception 
BufferOutOfBoundCheckException() is thrown. This whole function iterates for n number of times using i=1 fby i+1 in 
which i is initialized with 1 and then fby stands for followed by gives the subsequent values of i. 
  

Table 4.5 specification of bound access prohibition 

Signature  BufferBoundCheck()  

System variables    

Private variables  list BoundCheckList  

User variables  String input  

User functions  generic BoundCheck() generic addToList()  

  

 
list BoundCheckList=[];  
}  

  
Figure 4.3 Specification Buffer Bound Access   

Bound Access   Prohibition specification in RealSpec   

 System  BufferBoundCheck {   

Resources {   
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Process {  
BoundCheck();  
}  
};  
Process BoundCheck(){ generic addToList()= addDataToList() asa  
BoundCheckList!=nil where { addDataToList()= if 
 BoundCheckList[i]!= nil then BoundCheckList <> 

 [% input%] else 
 BufferOutOfBoundCheckEx ception(); i=1 fby i+1;  
}  
Exception  
BufferOutOfBoundCheckEx ception()= PrintMsg  
where {  

              PrintMsg= “accessing past the buffer bound is illegal”;  
}  

  
  
Testing  
Similar to Java programming language where writing past the length of the buffer throws an exception preventing 
buffer overflow attack. BoundCheckList has three data elements and addToList() will always check if the buffer size 
has reached maximum by checking for nil otherwiswe continue to append data in the list.  

 t0 t1 t2 
d0 2 4 Nil 

d2 3 6 Nil 

d3 4 8 Nil 
 
5 Verification of the specification  
The evaluation of the specifications in chapter 4 and 5 is executed by a prototype compiler. There are three components of 
the RealSpec compiler: lexical analyzer, parser, and the code generator (specification of the compiler is given in (Khwaja 2009). 
RealSpec compiler is written in C# language.  
Using the following packages  
using System;  
using System.Collections.Generics using System.IO; using 
System.Text;  
 
Figure 5.1 shows the overall working of the compiler. At first, the specification written in RealSpec is given to lexical analyzer 
to tokenize the statements. Next, the parser takes that input tokens and the language grammar is also given to match. Further, 
the tokens are mapped to C++ code. Moreover, the C++ code is fed into its compiler and the code is given test cases for 
attacks. If the attack pattern is detected then exception is thrown otherwise normal output is shown. Before verification can 
start, model checking usually entails a significant amount of preparatory effort. This includes establishing system attributes 
using logical formalisms and translating the specification into a formalism compatible with a modelling tool. Unlike model 
checking approaches, which involve an upfront formalism conversion, RealSpec's execution model is clearer and more similar 
to programming languages, making it easier to simulate and monitor system behaviors directly.  

 
Figure 5.1 Compiler of RealSpec and transformation of RealSpec Specification to C++ code 
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Figure 5.2 output of the C++ code when there is no attack 
  

 
  

Figure 5.3 output of the C++ code where attack is detected 
6. Conclusions  
Web application security remains the main issue in today’s web-based environment. Substantial research efforts show 
that researchers have been specifying security requirements in specification languages through the software 
development phases. The most common platform for developing novel software applications is now the web. As a 
result, fresh web apps are constantly being created, which raises the significance of these programs’ cybersecurity. 
Web apps control the personal, private, and financial data of users which if leaked can cause SQLI attack and sensitive 
data exposure. Organisations may incur costs due to web application holes, including possible direct cash losses, 
increased technical support needs, and damage to reputation and brand. This study proposed security requirements 
from security features framework (SEFF) that mitigates SQLI attacks and sensitive information exposure. By 
eliminating safeguard gaps from modelling to implementation, this direct mapping from SEFF security features to 
security requirements aids in addressing security holes in implementation and, presumably, lowers the number of 
SQLI attack and sensitive data exposure. Additionally, utilising RealSpec constructs to show specification of security 
requirements and then a mapping is shown to transform these specifications to C++ code. Moreover, attack pattern 
is used to check if SQLI attack and sensitive data exposure is detected and in case the attack is not detected then 
normally output is displayed and if the attack is detected then exception is thrown.  
  
a. Future work  
Future work is to specify security features from SEFF that mitigate other attacks such as buffer over flow, return 
oriented programming attacks, other variation of SQLI attack, cross-site scripting attacks and broken authentication.  
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